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Abstract
We present an approach based on a forest metaphor to ease the comprehension of evolving object oriented software systems. The approach takes advantages of familiar concepts such as forests of trees, sub-forest of trees, trunks, branches, leaves, and color of the leaves. In particular, each release of a software is represented as a forest that users (or software maintainers) can navigate and interact with. Users can pass from a release to another one, so understanding how the entire software and its classes evolve throughout the past releases. The approach has been implemented in a prototype of a 3D interactive environment. A preliminary empirical evaluation has been also conducted to assess that environment and the underlying approach.

1 Introduction
In contrast with software development that typically takes 1-2 years, software maintenance lasts for many years after the first release deployed [25]. In fact, a software is changed and evolved for several reasons that range from the correction of faults to the introduction of new functionality [16]. The execution of maintenance operations has the effect of increasing the size and the complexity of the system and gradually decays the original design and the overall quality of the software. The understanding of the evolution of a subject software system is vital in today's software industry [4].

Software visualization is widely employed to comprehend source code and to understand the evolution of a software (e.g., [2], [4], [5]). In particular, a number of metaphors and supporting tools based on 2D and 3D environments have been proposed [6], [11], [15], [21]. Although these techniques are useful to comprehend a subject software and its evolution (e.g., software change [4]), they often fail to show relevant information (e.g., the presence of comment in the code).

In this paper, we propose an approach to visualize evolving object oriented software system based on a forest metaphor [7]. In particular, a release of a subject software is visualized as a forest of trees that a user (or software maintainer) navigate and interact with. Visual properties of trees (e.g., trunks and leaves) are mapped according to well defined rules with the metrics extracted from the source code. The maintainer can go also throughout the releases of the subject software to understand its evolution at three different granularity levels: system, package, and class. A 3D interactive environment implementing our approach is proposed as well. To validate this environment and the underlying approach, we have also conducted a preliminary case study on three evolving open source software implemented in Java.

The work presented here is based on [7] and with respect to it the following main contributions are provided: (1) an improved version of the metaphor; (2) the application of the metaphor to software evolution; (3) an extension of the interactive 3D environment; and (4) the results of a case study on 30 releases of three open source software.

The remainder of the paper is organized as follows: in Section 2, we present related work, while we describe the approach in Section 3. In Section 4, we present the preliminary empirical evaluation, while Section 5 concludes the paper presenting future work.

2 Related Work
The city metaphor is one of the most explored natural metaphors for software visualization (e.g., [12], [3], [17], [13]). For example, Wettel and Lanza [22] propose a city metaphor for the purpose of object oriented software systems. Classes are represented as buildings and packages as districts. Our approach is different because it is able to visualize more information at low-scale understanding (e.g., number of public methods for each class). Recently, the same authors [23] present a controlled experiment with professionals to assess the validity of both the city metaphor and their 3D interactive environment. The results show that their environment leads to a statistically significant improvement in terms of task correctness and statistically significantly reduces the task completion time.

A different metaphor based on a natural environment is presented in [10]. In particular, the authors propose a solar system where each sun represents a package, while planets

1 Please read the paper on-screen or as a color-printed paper version, we make extensive use of color pictures.
are classes, and orbits represent the inheritance level within the package. Such metaphor is used to analyze either static or evolving code and to show suspected risk parts of the code. Several are the differences between our proposal and the approaches discussed above. The most remarkable one is that our proposal offers a proper representation for methods, attributes, and source code comment. A possible drawback that affects our metaphor is that it could result complex in case the maintainer is not properly trained. This issue is directly connected to the considerable amount of information our metaphor is able to visually summarize. Another remarkable difference is that all the approaches above do not provide any support to understand the evolution of a software.

In [8] a 3D visual representation for analyzing a software systems release history is proposed. The approach is based on a retrospective analysis technique to evaluate architectural stability, based on the use of colors to depict changes in different releases. Differently, Tu and Godfrey [19] propose an approach that makes an integrated use of software metrics, visualization, and origin analysis. In [9] is suggested an approach based on the notion of history to analyze how changes appear in the software. The authors also propose a tool for visualizing the histories of evolving class hierarchies. The main difference between these approaches and ours is that we consider all the releases of all the source code artifacts, while these approaches consider snapshots of the system. Furthermore, our proposal is based on a natural environment and is able to show both large- and low-scale understanding of evolving software.

3 The Approach

We propose an approach that visualizes object oriented software systems as 3D graving forests of trees. Maintainers can freely navigate and interact with the forests to improve the comprehension of a subject system. Maintainers can also skip from a release of that system to the subsequent or previous ones. The rationale for adopting the forest metaphor and defining our approach are related to large- and low-scale understanding concerns and can be summarized as follows:

- A tree visualization summarizes complex information in a natural way.
- A tree is a complex structure composed of unmistakable elements such as trunk, branches, leaves, and color. These properties can be meaningfully mapped onto source code characteristics.
- A forest of trees provides developers with a large-scale understanding of the design and the proliferation of classes.

The Rendering of the Trees. The model upon which we based the creation and the rendering of the trees is based on the Weber and Penn approach [20], which uses a model to create the geometrical structure of trees. This model handles several parameters to modify the property of a tree. Examples are: the height of the tree, the width of the trunk, the level of recursion of the branches, leaves orientation, and so on. To build trees, the approach needs knowledge of neither botany nor complex mathematical principles. For example, each branch may have similarity with its parent and inherit attributes from it. Then, all the branches are influenced by the primary branches. In our proposal, we consider a subset of the parameters needed to render a tree, so affecting its shape (trunk and foliage) according to the main characteristics of the class the tree represents.

Mapping. We considered the following visual properties of a tree: height, branch number, branch direction, leave number, leave color, leaves size, and base size (i.e., the part of trunk without branches). On the other hand, the metrics exploited to influence the visual appearance of a tree are: lines of code (LOCs), lines of comment (CLOCs), number of attributes (NOAs), number of public methods (NEMs), number of private methods (NOMs), and the total number of methods (NEOMs). Although there are many other source code metrics available in the literature, we considered only the most widely known (e.g., [14]). The rationale for this choice relies on the fact that different metrics may complicate the metaphor.

In Table 1, we summarize the mapping between metrics and visual properties of a tree. Some visual properties highlight the local characteristic of a given class (e.g., NOMs/NEOMs), while others make sense only in case trees are analyzed together (e.g., LOCs). In particular, we mapped the height of a tree with LOCs, while the number of branches that sprout from the trunk corresponds to NEOMs. A tree with few branches represents a class with few methods. To highlight the number of public methods, we use branch orientation. In case the value NEMs/NEOMs is close to one, the class has many public methods and its tree has branches pointing out. Differently, if NEMs/NEOMs tends to zero, the class has many private methods and its tree has branches oriented parallel to ground. NOAs is mapped onto the number of leaves, while the leave size is equal to 1/NOAs. Then, a class with few attributes is represented as a tree with large leaves. A large number of leaves indicates a class with many attributes. The color of the leaves ranges from green to brown. A class having the number of CLOCs greater than LOCs is represented as a tree with a green foliage, brown otherwise. Finally, the base size of a tree is computed as NOMs/NEOMs. A value close to one indicates that a class
has many private methods and then the tree has a large base size. Conversely, if NOMs/NEOMs is close to zero, the class has many public methods and its tree has a small base size. The mappings between the properties of a tree and the selected metrics try as much as possible to ease the comprehension of systems, packages, and classes [7].

**Sample Trees.** Figure 1 shows the trees of three sample classes for the systems considered in the case study (i.e., the main classes for JFreeChart and JEdit, respectively, and the class for JSheet). The trees of two subsequent releases of these classes are shown as well. As far as the JFreeChart class is concerned, we can note that passing from the release 0.5.6 to the 0.7.0 the foliage is different. In particular, the number of the leaves is larger in the last release and the color of these leaves is greener. This indicates that the number of attributes increased. Moreover, the class in the last release is better commented. For the class selected in the JEdit system, we can observe a different shape of the trees. This difference is due to the total number of methods that increased in the class of the release 4.3. The different relationships between public and private methods also affected the shapes of the trees: the number of public methods is much larger than those private. Regarding the class considered for JHotDraw, we can observe that the branches of all the trees point out, so indicating that the number of public methods is close to the number of the private ones. The main difference among the three trees is that the total number of methods is larger in the releases 7.0.8 and 7.1. This difference results in a slight difference in the tree shapes.

Regarding the software evolution, if a class appears in many releases of the same software system, it will be always shown in the same point on the ground of the forests corresponding to these releases. The position is determined considering all the classes present in all the releases of the system and using a spiral pattern. Therefore, if a class is present in a release of the subject system the corresponding tree is shown, otherwise it is not shown. Each spiral represents a package of a subject system. Only for space reasons, we do not provide here a forest visualization for the different releases of the software systems considered.

### Implementation

The proposed approach has been implemented in a prototype of a supporting system. It is composed of three main components. The former extracts all the metrics needed for the visualization and produces an XML file. This design choice allows making independent the extraction of the measures from the rendering engine. This component is implemented in Java. The second component maps the tree parameters and the extracted metrics. Also this component is implemented in Java and produces an XML file that is then used for the rendering of all the forest. To implement the 3D environment, we used the OpenTree library [1]. This library provides 3D tree generation for real time applications. OpenTree is a cross-platform and engine-independent library written in C++. The library uses an array of vertex to generate mesh data to render trees. Vertex can be used by any graphics library. We used here the OpenGL [24] graphics library.

The tool supports maintainers in the exploration of the 3D forests using the Visual Information Seeking Mantra [18]:

- **Overview.** The 3D environment supports the visualization of the entire forest. The overview provides the user with an interactive visualization of all the classes of a subject system by using mouse and keyboard. The name of each class is attached as a label to the corresponding tree. These labels can be hidden if needed.
- **Zoom and filter.** The environment allows the user to zoom in from the initial overview refining the current view. If the maintainer identifies a tree of interest in the overview, this tree can be selected and explored. The zoom and filter feature is particularly useful in case of large software.
- **Details-on-demand.** The maintainer can select one tree and show their properties. Each parameter is labeled with the class membership and the tree information (i.e., the values for all the metric used in the tree rendering) is shown if request.

### Evaluation

To validate our 3D environment and the underlying approach, we conducted a preliminary case study on 30 releases of three open source object oriented software systems implemented in Java:

<table>
<thead>
<tr>
<th>METRICS</th>
<th>VISUAL PROPERTIES</th>
</tr>
</thead>
<tbody>
<tr>
<td>LOCs</td>
<td>Tall</td>
</tr>
<tr>
<td>NEOMs</td>
<td>Branches</td>
</tr>
<tr>
<td>NOAs</td>
<td>Number of leaves</td>
</tr>
<tr>
<td>NEMs/NEOMs</td>
<td>Branches orientation</td>
</tr>
<tr>
<td>LOCs/CLOCs</td>
<td>Size of leaves</td>
</tr>
<tr>
<td>NOMs/NEOMs</td>
<td>Color of the leaves (from green to brown)</td>
</tr>
<tr>
<td></td>
<td>Base size</td>
</tr>
</tbody>
</table>

Table 1: Metrics and visual properties mapping.
<table>
<thead>
<tr>
<th>Project</th>
<th>Constructor</th>
<th>Public Methods</th>
<th>Private Methods</th>
<th>Attributes</th>
<th>Lines of code</th>
<th>Comment lines</th>
</tr>
</thead>
<tbody>
<tr>
<td>JFreeChart-0.5.6</td>
<td>1</td>
<td>16</td>
<td>8</td>
<td>4</td>
<td>834</td>
<td></td>
</tr>
<tr>
<td>JFreeChart-0.6.0</td>
<td>1</td>
<td>17</td>
<td>25</td>
<td>22</td>
<td>1280</td>
<td></td>
</tr>
<tr>
<td>JFreeChart-0.7.0</td>
<td>1</td>
<td>14</td>
<td>31</td>
<td>29</td>
<td>1139</td>
<td></td>
</tr>
<tr>
<td>JEdit-4.1</td>
<td>1</td>
<td>81</td>
<td>23</td>
<td>4</td>
<td>2225</td>
<td>956</td>
</tr>
<tr>
<td>JEdit-4.2</td>
<td>1</td>
<td>94</td>
<td>24</td>
<td>28</td>
<td>2488</td>
<td>1043</td>
</tr>
<tr>
<td>JEdit-4.3</td>
<td>1</td>
<td>111</td>
<td>27</td>
<td>34</td>
<td>2774</td>
<td>1246</td>
</tr>
<tr>
<td>JHotDraw-7.0.8</td>
<td>2</td>
<td>24</td>
<td>12</td>
<td>9</td>
<td>549</td>
<td>465</td>
</tr>
<tr>
<td>JHotDraw-7.0.9</td>
<td>2</td>
<td>24</td>
<td>12</td>
<td>9</td>
<td>549</td>
<td>465</td>
</tr>
<tr>
<td>JHotDraw-7.1</td>
<td>2</td>
<td>24</td>
<td>13</td>
<td>11</td>
<td>573</td>
<td>496</td>
</tr>
</tbody>
</table>

**Figure 1:** Three evolving classes for the systems JFreeChart, JEdit, and JSheet.
• **JFreeChart**² is a chart library that makes it easy for developers to display charts in their applications;

• **JEdit**³ is a programmer’s text editor with an extensible plug-in architectures;

• **JHotDraw**⁴ is a graphical user interface framework for technical and structured graphics;

We considered 6 releases for JFreeChart (from 0.5.6 to 0.7.3), 16 for JEdit (from 3.0 to 4.3.2), and 8 for JHotDraw (from 7.0.7 to 7.4.1).

We selected these systems: (i) to verify whether the validity of our proposal is affected by the kind of system used; (ii) because they have been widely used in the past to assess the validity of tools for supporting maintenance tasks; and (iii) because they present some differences in the feature implemented.

Figure 2 shows the forest of JEdit 4.2. We can observe that there are some classes that contained a high number of lines of comments. Among these classes, there are some classes with a larger number of public methods and with a few attributes. On the other hand, there are few classes with a large number of attributes and a few number of public methods. In the first case, the classes provide services to other classes and to make easy how to use these services the developers commented the code. In the latter case, the trees represent property classes. The analysis of the 16 releases of JEdit clearly shows that the size of the system increased throughout the releases analyzed. In particular, both the number of classes and packages increased. The big picture of the forests did not show particular evolution patterns. Differently, on JFreeChart we observed that the color of the foliage became greener and greener throughout its releases. This result indicates that developers paid more attention in commenting the code in the last analyzed releases.

**Further Results.** The use of our 3D environment on the selected systems leads also to the following two considerations: (i) **Scalability.** The environment did not scale up very well on large software systems and when the number of the releases to be analyzed increase (e.g., JEdit). To address this issue, we plan to implement a new version of our environment based on a state-of-the-art 3D engine. (ii) **Completeness.** Our approach and environment provide a fair amount of information for an overview of the system and also offer a proper representation for methods, attributes, and comments.

5 Conclusion and Future Work

In this paper, we presented an approach for the visualization of evolving software systems. The approach is based on the forest metaphor presented in [7]. The approach has been implemented in prototype of a supporting tool. It provides features to navigate in the forest as
a free fly 3D virtual camera. Our prototype also implements zoom features and visualizes several attributes of the classes (e.g., the names and the values of the metrics) to promote the comprehension at fine-grained level.

To assess the validity of the approach, we have also conducted a preliminary case study on three open source software systems implemented in Java. The achieved results seem encouraging, but due to the preliminary nature of our investigation caution is needed. To increase our awareness on the achieved findings, we plan to conduct further empirical investigations on different releases of evolving software systems. We also plan to conduct users’ studies to evaluate the effectiveness of our proposal in the execution of maintenance or comprehension tasks. Finally, future work will be devoted to increase the realism of the forest and to assess whether users perform maintenance tasks in a more efficient fashion in case of more realistic forests.
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